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Abstract. The policy and security of digital images are concerned by all artists. Embedding blind digital watermarks to images is an effective solution to such problem. The existing blind digital watermark techniques for images are usually based on the spatial domain method, such as some build-in tools in some software like Photoshop. Those methods’ imperceptibility is good, but the robustness is dissatisfactory. Therefore, blind digital watermark based on the frequency domain is becoming popular nowadays. The use of the frequency domain-based techniques can not only keep the imperceptibility but also ensure good robustness and non-removability. According to the reasons mentioned above, this thesis presents a frequency domain-based blind digital watermark technique. This method uses basic discrete Fourier transformation to transform an image to the frequency domain and then embeds a digital watermark. To increase the security, we also introduce some methods to encode watermarks before embedding them to the images. We conduct some experiments by applying the technique to some images with different watermarks. In the experiments, it can embed blind watermarks with the least effect on the quality of the original image and can also successfully extract watermarks from the watermarked image. The results show this technique is highly useable. We also conduct some experiments to simulate the attacks. This technique also shows great robustness after many kinds of different attacking methods.
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1. Introduction

Digital art, including digital painting and digital images, is increasingly become mainstream in modern art appearance. How to protect the privacy of artists’ work become a hit in the early years. To protect the copyright of the authors, we need to add something to the image work like a watermark to declare the ownership of the image. So, there was a lot of research on the privacy of digital watermarks for images in the last decades, However, with the development of the image process tools, typical watermarks become weaker to many kinds of attacks. A more imperceptible and non-removable watermark technique should be conducted.

Using blind watermark techniques can largely increase imperceptibility and non-removability. Blind watermark is the watermark that is invisible to human perception. It can be added without destroying the original work to achieve copyright protection and tracking. There are two main algorithms for the blind watermark. One is based on the spatial domain and the other is based on the transform domain algorithm. A typical method for spatial domain such as using image information hidden based on the least significant bit (LSB). And Patchwork algorithm is based on the change of the brightness of some pixels to hide the watermark. They all add an invisible blind watermark to the image with great imperceptibility.

All the above blind watermark techniques are added the watermark in the spatial domain. Though they all have great imperceptibility, the robustness is not that satisfactory. Some basic attacking methods such as Scaling attack, Shear attack, Rotation attack, and so on can easily damage the watermark or even remove the watermark. Under such circumstances, such a spatial domain algorithm is not suitable.

There needs a new blind watermark technique to increase the robustness. So, the watermark based on the transform domain is introduced for such conditions. Digital blind watermark based on frequency domain techniques uses some kind of transformation like discrete Fourier transformation (DFT), discrete Cosine transform (DCT), or discrete Wavelet transform (DWT), to transform the digital image to the frequency domain and add the blind watermark in the frequency domain. By
using the inverse transformation, we can convert the image back to a spatial domain with the blink watermark. The watermark is also invisible to human perception so it has great imperceptibility, and because it is hidden in the frequency domain, so the robustness is more acceptable. But according to the transform function and the algorithm embedding the watermark to the frequency domain, the robustness can be various.

This thesis will use the DFT as the transformation function and encode the watermark before embedding it in the frequency domain of the image. Our human is more sensitive to the change of the low frequency in an image. Encoding the watermark before embedding it to the frequency domain of an image will control the energy distribution of the watermark. It will do less influence on the energy distribution of the original image itself. This means we humans will harder to notice the change in the original image. And it can also encrypt the watermark, which can make the watermark safer. However, there are many challenges are faced in developing such a blind watermark approach.

First, how to create and encode the watermark? The kind of watermark is quite various. We need to set a standard for the watermark. Our goal is to control the energy distribution of the watermark, we need to introduce a convenient and efficacy encoding method to achieve that.

Second, how to embed a watermark to the frequency domain of images? Different algorithms for embedding the watermark to the image may influence the robustness and imperceptibility of the watermark. In some recent studies, we can see that the robustness will influence the imperceptibility and so does the inverse. They will influence each other, which means high robustness results in low imperceptibility. We need to balance them by adjusting our algorithm.

Third, how to get the watermark from the watermarked image? It not only depends on the algorithm when we add the watermark but also depends on the encoding method we choose when encoding the watermark. We can do an inverse operation if we successfully solve the first two challenges. This work addresses the above challenges and introduces a frequency domain blind watermark technique for the image. Basic knowledge about watermarks is learned from a reference book, this technique uses the Random sequence encoding method to encode the watermark. The seed for the random number can be random or got from the size of the original image, which makes it more convenient to decode and get the extracted watermark. We will use Two-dimensional Fast Fourier transform as the transform function to transform the image to the frequency domain and use the inverse version to transform it back. The Fast Fourier Transform is equivalent to the normal discrete Fourier transform, which is faster by means of butterfly merging. Different from the traditional blind watermark method, we regard the watermark as a kind of noise and add it to the frequency domain of the image. And we use a coefficient called energy coefficient $E$ to control the energy of the watermark. It can not only guarantee a good imperceptibility of the watermark but is also robust to various common attacks.

### 2. The Process of Watermark

#### 2.1 Creating Watermark

We input the watermark to MATLAB by using the LPT toolbox provided by MATLAB. LPT provides plenty of useful functions for image processing in MATLAB. We can simply use imread () function to input the watermark. And we can also input the image need to be watermarked to MATLAB at the same time for preparation. In order to simplify our following steps, we can normalize them by using mat2gray () function. But before that, we need to change the type of the data to double type because the type of most of the images is uint8. After these small preparations, we can begin to edit our watermark.

The size of the watermark we prepared will always not match the size of the image needed to watermark. Or we can say the size of the matrix of them is not the same. In order to successfully embed the watermark to the image, we need to create a new image with a watermark that the size is the same to the watermarked image. We can use size () function to get the size of the image and use zero () function to create a matrix or say an empty image. Here because we will encode and symmetric
the watermark in the following step, we can simply create half of the new watermark image in this step and do a symmetric copy after we encode the half. It will save some time in the encoding section. So, the size of the new watermark image in this step will be the same size of watermarked image’s width in width and 50% size of its height in height. Then we can directly copy the watermark we prepared to the empty new image we create. Encoding the watermark has two obvious benefits. One is to encrypt our watermark. The attacker will not easily extract the watermark and remove it if he doesn’t know the encoding method we choose. And the other is to control the energy distribution of the watermark. In general, the energy of one image is mainly distributed in the low-frequency part. And our human eyes are more sensitive to the change of the low-frequency part. So, when we embed the watermark to the image frequency domain, we need to avoid making too many changes to the low-frequency part of the image. In this way, we can make a trick that the image seems to have no change.

The other one is to define a special seed as the random number generator seed. There are many ways to define the special seed. In my experiment, the special seed is simply generated by multiplying the width, the height, and the energy coefficient E of the watermark image. Energy Coefficient E is a constant set by the user. I will introduce the Energy Coefficient E in the following part. The reason is that if the seed is a random number, which means one watermarked image corresponding to one special encoding sequence. The encoder needs to save all of them in order to decode the watermark when he needs. It is very inconvenient. If the encoder lost the sequence by mistake, the encoder itself could not extract the watermark from the watermarked image. That is not what we want. So, I choose a more convenient to generate the random sequence number.

Input: M - the watermark, S - the seed to generate the random sequence, W - the width of the image, H - the half height of the image
Output: EM - the encoded watermark

1: RX := randX(seed);
2: RY := randY(seed);
3: for i = 1, 2, ..., H do
4:   for j = 1, 2, ..., W do
5:     EM(i,j,:) := M(RY(i),RX(j,:));
6: end for
7: end for

Figure 1. Watermark Encoding

The first one is much safer compared to the other method. Because the key is only known by the encoder or say the author. But it’s inconvenient to save the key. For the second method, if the seed generates method is acknowledged by the attacker, it will be easier for the attacker to get the key and try to remove the watermark. Each method is OK in this blind watermark technique. In my experiment, I will use the second encoding method.

2.2 Making Symmetric Watermark

The symmetric watermark can increase the robustness of the watermark. The first reason is that making symmetric watermark will increase the size of the watermark. The larger the watermark is, the more effective will make on the frequency, but the robustness will also increase. And when the attacker uses some attacks like cutting attacks to break the watermark, it will be not easy for the attacker to break it without hurting the quality of the image. Because we not only have an upper watermark but also at the lower part. We can extract the watermark on the other side if one side is broken by the attacker. After successfully encoding the upper half of the watermark image we can use a small loop sentence to make a symmetric copy of the lower half. And we create a full-size empty image that is the same size as the watermarked image by using the zeros () function and directly copying the upper and the lower half of the encoded watermarked to it. Then we get the full encoded
watermark prepared to embed to the watermarked image. As shown in Figure 2, the figure gives a sample of the encoded watermark.

![Figure 2. Sample of Encoded Watermark](image)

3. Embedding Watermark

3.1 Overview of Embedding Watermark

Figure 3 shows the process of embedding the watermark. The upper half is the process for the watermark, which we have mentioned in Chapter 2. And in this Chapter, we will introduce the other part of the flow chart one by one, which is the main procedure of embedding the watermark.

After we understand the energy coefficient $E$ and choose the exact value we need, we can embed the watermark and use inverse Two-dimensional Fast Fourier transform to transform the watermarked image to the spatial domain.

$$I_m = \text{ifft2}(\text{fft2}(im) + E \ast emark)$$  \hspace{1cm} (1)

Equation 1 shows the full procedure of embedding the watermark, variable im is the original image, we transform it to the frequency domain by using the build in function fft2(). And emark is the encoded mark we got at the previous step. After setting the energy coefficient $E$, we multiply it to emark and embed it to the frequency domain of the original image. Then we just need to transform the image back to the spatial domain and the result $Im$ is the watermarked image we want. There are also build-in function ifft2() in MATLAB for us to use.

What need to notice is the result of ifft2 often have the imaginary part. To save and show our result, we can use real () function to get only the real part of the watermarked image. As shown in Figure 7, the spectrum of the original image and the watermarked image do have such a huge difference. However, there may have some small noise in the watermarked image, but it is quite tiny that the user...
will not notice that easily. It is because we encoded the watermark before embedding it to the
watermarked image, which makes the energy of the watermark evenly distributed in the watermarked
image. Or we can say the noise is evenly distributed in every part of the watermarked image. So that’s
why the difference in the frequency domain is quite huge but the difference in the spatial domain is
not that noticeable.

4. Extracting Watermark

4.1 Overview of Extracting Watermark

As shown in Figure 4, this is the flow chart of the extracting watermark process. It is quite similar
to the process of embedding a watermark. We will introduce the procedure one by one in this chapter.

The watermarked is added in the frequency domain of the watermarked image. So, we need to
transform the watermarked image and original image to the frequency domain. We will also use the
Two-dimensional Fast Fourier transform which is the \texttt{fft2()} function in MATLAB to do that. Then,
we use a simple minus operator (-) to minus the original image from the watermarked image, for the
watermark is added as additive noise to the watermarked image frequency domain. The remaining
part is the encoded watermark after the minus operation. Equation 2 shows the process of getting the
encoded watermark \( M_e \). Variable \( \text{mim} \) means the watermarked image and the \( \text{im} \) is the original image.

\[
M_e = \text{fft2}(\text{mim}) - \text{fft2}(\text{im})
\]  

Lastly, we decoded the encoded watermarked by using the key or say the number sequence. It can
be easily implemented by some loop statement. The pseudocode is shown in Algorithm 2. The process
is the reverse process of the encoding, the only difference is we make the random position pixel to
the correct place they should be according to the key or say random sequence we generate.

\textbf{Input:} EM - the encoded watermark, S - the seed to generate the random sequence,
\( W \) - the width of the image, \( H \) - the half height of the image

\textbf{Output:} M - the extracted watermark

1: RX := \text{randX}(seed);
2: RY := \text{randY}(seed);
3: for \( i = 1, 2, \ldots, H \) do
4: \hspace{1em} for \( j = 1, 2, \ldots, W \) do
5: \hspace{2em} M(RY(i), RX(j,:)) := EM(i,j,:);
6: \hspace{1em} \end{for}
7: \end{for}
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\textbf{Input:} EM - the encoded watermark, S - the seed to generate the random sequence,
\( W \) - the width of the image, \( H \) - the half height of the image

\textbf{Output:} M - the extracted watermark

1: RX := \text{randX}(seed);
2: RY := \text{randY}(seed);
3: for \( i = 1, 2, \ldots, H \) do
4: \hspace{1em} for \( j = 1, 2, \ldots, W \) do
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The watermarked is added in the frequency domain of the watermarked image. So, we need to
transform the watermarked image and original image to the frequency domain. We will also use the
Two-dimensional Fast Fourier transform which is the \texttt{fft2()} function in MATLAB to do that. Then,
we use a simple minus operator (-) to minus the original image from the watermarked image, for the
watermark is added as additive noise to the watermarked image frequency domain. The remaining
part is the encoded watermark after the minus operation. Equation 2 shows the process of getting the
encoded watermark \( M_e \). Variable \( \text{mim} \) means the watermarked image and the \( \text{im} \) is the original image.

\[
M_e = \text{fft2}(\text{mim}) - \text{fft2}(\text{im})
\]  

Lastly, we decoded the encoded watermarked by using the key or say the number sequence. It can
be easily implemented by some loop statement. The pseudocode is shown in Algorithm 2. The process
is the reverse process of the encoding, the only difference is we make the random position pixel to
the correct place they should be according to the key or say random sequence we generate.

\textbf{Input:} EM - the encoded watermark, S - the seed to generate the random sequence,
\( W \) - the width of the image, \( H \) - the half height of the image

\textbf{Output:} M - the extracted watermark

1: RX := \text{randX}(seed);
2: RY := \text{randY}(seed);
3: for \( i = 1, 2, \ldots, H \) do
4: \hspace{1em} for \( j = 1, 2, \ldots, W \) do
5: \hspace{2em} M(RY(i), RX(j,:)) := EM(i,j,:);
6: \hspace{1em} \end{for}
7: \end{for}
5. Experimental Results and Discussion

Imperceptibility and robustness are two key attributes of a usable blind watermark technique. We conducted some experiments on images provided by SIPI Image database to evaluate mainly the imperceptibility and robustness of our technique. And we also conducted some experiments compared with other blind techniques.

5.1 Imperceptibility

I will use Peppers.tiff from SIPI Image database as our watermarked image and a watermark drawn in Window Painting by myself as the watermark in this part, as shown in Figure 6.

![Figure 6. Test Image and Watermark](image)

I will evaluate the imperceptibility by calculating residual, PSNR, and MCE, and the influence of energy coefficient on imperceptibility. The energy coefficient will be set to 10, 50, and 100 when embedding the watermark. And the encode method is using the special seed one. As shown in Figure 7.

![Figure 7. Watermarked Image (a), (b), (c) and Extracted Watermark (d), (e), (f) with different E](image)
7, it shows the result of the watermarked image with this energy coefficient E, and also it shows the watermark extracted from the watermarked image when the E is different.

We calculate the MSE and PSNR for the watermarked image with different energy coefficients E. As shown in Table 1, the MSE and PSNR are quite small even if the energy coefficient is equal to 100, only in 65.7db. That means the difference between the original image and the watermark image is quite small in value. The result can show the great imperceptibility of our technique.

Table 1. The MSE and PSNR for Different E

<table>
<thead>
<tr>
<th>Case</th>
<th>Energy coefficient E</th>
<th>MSE</th>
<th>PSNR</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>10</td>
<td>1.7479e-4</td>
<td>85.7 db</td>
</tr>
<tr>
<td>2</td>
<td>50</td>
<td>0.0044</td>
<td>71.3 db</td>
</tr>
<tr>
<td>3</td>
<td>100</td>
<td>0.0175</td>
<td>65.7 db</td>
</tr>
</tbody>
</table>

5.2 Robustness

In this part, I will simulate some common attacks on the watermarked image and try to extract the watermark to check if the watermark is in good condition or not. Some of the attacks are referred from a recent work. The attacks will be simulated by using tools like Windows Painting, MATLAB, and so on. I will use the same image Pepper as the watermarked image for the experiment. The encoding method is the same as in the previous experiment. And I will also use different energy coefficients (E = 10, 50, 100) to show the impact of the energy coefficient on the robustness of the blind watermark.

5.2.1 Smear Attack

I use Windows Painting and Photoshop to smear the watermarked image. All the 3 images are smeared with the same image. As shown in Figure 8, the watermark is still visible in all three watermarked images, but the quality is quite different. We can see only the outline of the watermark when the energy coefficient is equal to 10, but we can see clearly when the energy coefficient is equal to 100. But we still can conclude that the watermark has good robustness to smear attack.

Figure 8. Extracted Watermark after Swear Attack
5.2.2 Rotation and Cutting Attack

The tool I use for rotating the watermarked image is Photoshop. I rotate the watermark 45 degrees clockwise to simulate the rotation attack. As shown in Figure 14, the four edges of the attacked watermarked image seem like cut by the attacker. In such conditions, we can regard such rotation also as a cutting attack. So that is why I put these two attacks in a part. When it turns to the result extracted watermark, we can see that in the condition of \( E=10 \), the watermark is already invisible. But as the energy coefficient increase, the watermark shows up in the condition of \( E=50 \) somewhere bad quality. So, we can conclude that if the user wants to improve the robustness to rotation and cutting attack, the energy coefficient should be set a little higher to make the watermark’s quality better.

![Figure 9. Extracted Watermark after Rotation Attack](image)

5.2.3 Scaling Attack

In this part, I use MATLAB to simulate the Scaling Attack. Before saving the watermarked image, we can call `imresize()` to change the size of the output image. In this experiment, I set the output size to 0.8x, which means the output watermarked image is 0.8 times in size of the original watermarked
image. The interpolation method is a bicubic interpolation. Then we try to extract the watermark from them. As shown in Figure 10, the result is the watermark in E=10 watermarked image is of bad quality, but we still can find the outline of the watermark. While in the condition of E=50 and E=100, the quality of the watermark is quite better. So, we can see that the technique has good robustness to scaling attack.

5.2.4 Compressing Attack (JPEG)

![Figure 11. Extracted Watermark after Compressing Attack (JPEG 75%)](image1)

![Figure 12. Extracted Watermark after Compressing Attack (JPEG 40%)](image2)

JPEG compress is a compressing technique that is widely used all over the internet. It can significantly decrease the size of the image and do minimal damage to the image. However, it is still a type of lossy compression, which means it may damage our blind watermark hidden in the image. In this part, we will use JPEG compress to test the robustness of the compressing attack. In MATLAB,
we can choose the type of image to save on our disk. Jpg is also included. So, we can use MATLAB as our test tool. When you choose to save the image as a jpg file, you can define the quality of the image. The smaller the value you set, the worse the quality of the image will be. I set the quality of the jpg file to 75% and 40% to get the watermarked image and try to extract the watermark. As shown in Figure 11, when the quality is set to 75%, we can see that though we can see the white background of the watermark in the E=10 image, the content of the watermark is broken. While in E=50 and E=100, we can find the watermark, but the watermark is also damaged to a different extent. The situation is much worse in 40% quality, the watermark seems broken in the E=10 image. And we can only see some outlines in E=50 and E=100. We can conclude that our technique has acceptable robustness to JPEG compressing attack.

5.2.5 Image Sharpening

Image sharpening is a technique to make a blurred image clear. Some of the implementations are like a kind of high-pass filter, which means the low frequency of the image may be lost in such a procedure. I use Photoshop as the tool to attack the watermarked image. There is an image sharpening filter in Photoshop, and I apply it to the three watermarked images. As shown in Figure 13, we can see that the watermark is of good quality no matter if the E is set to 10 or bigger. We can conclude that the technique has good robustness to the image sharpening attack.

5.2.6 Contrast Enhancement

Contrast enhancement can make the image more colorful. I also choose Photoshop as my tool to simulate the attack in this part. There is a function to change the contrast of the image. The default value is 0, and I set it to 100 for all test watermarked images. As shown in Figure 14, we can see that the contrast of the watermarked image is quite high. But the watermark extracted from them is quite clear. So, we can say that the technique has good robustness to the contrast enhancement attack.
6. Conclusion

6.1 Conclusion

We can conclude from the experiments that our DFT technique shows a great imperceptibility and robustness for the blind watermark. The difference between the watermarked image and the original image is quite small and human eyes will not notice it easily. The thief will never know he gets the image with the watermark. We test many kinds of attacks to the watermark in this thesis and find that the technique shows great robustness to most of the attacks. We can successfully extract the watermark from the image after most of the attacks, even though the quality of the watermark is quite different.

However, the imperceptibility and robustness of digital blind watermarking are mutually exclusive. The difference between the watermarked image and the original image becomes obvious as the energy coefficient $E$ get bigger, but the robustness is increasing at the same time. We can choose a reasonable value of $E$ to balance them and satisfy the need of the artist.

6.2 Future Work

There are also many weaknesses in the technique. First, the robustness of the compressing attack and cutting attack is not satisfactory. Second, the encoding method for the watermark is also not convenient. Third, the procedure of embedding the watermark to the image is quite simple. And last, we need the original image when extracting the watermark.

In the future, I will try to improve the watermark encoding method by using a better algorithm to make it not only convenient when decoding, but also much safer compared with the current method. I will also try to find a more stable way to embed the watermark into the image. These will also be helpful to the improvement of the robustness and imperceptibility of the blind watermark. After all these improvements are done, I will make an application with GUI to make the procedure of embedding and extracting watermark much more convenient for the normal user to use. I plan to continuously improve the technique to address the weaknesses in future work.
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